**Virtual Initio Programming: BDI Goals**



**AIM:** After completing this worksheet you should be able to explain how BDI goals differ from beliefs and use them in programs.

**You Need:** To complete this worksheet you need to have a virtual Initio simulator (see WS1), and to be able to use files to store Programs (WS5). You also need to know the commands to operate the Initio motors, LEDs and sensors (WS3 & WS4). You should be able to use Python’s time module (WS6), variables (WS12), functions (WS16) and objects (WS27 & WS31). You should also understand how to use rules with cognitive agents (WS29 & WS30).

**If the simulator isn’t already running: Start the Simulator, Select the Initio Simulation and square.xml, then start IDLE (open a *new IDLE window* if you have used IDLE to start the simulator).**

We have seen how we can use beliefs in rule conditions to control an agent’s behaviour. We can also use goals. Unlike beliefs, goals are sometimes automatically removed. This happens when they are *achieved.*

Consider the following program

import bdi.initioagent as cognitive

import time

class FindSquareAgent(cognitive.InitioAgent):

 def \_\_init\_\_(self):

 super().\_\_init\_\_()

 self.add\_condition\_rule(self.G('line\_left'), self.forward\_rule)

 self.add\_goal('line\_left')

 def forward\_rule(self):

 self.robot.forward(10)

 time.sleep(5)

 self.robot.stop()

**Question 1:** What does this agent do?

**Question 2:** Create an instance of this agent and run its reasoning cycle. What happens?

**Exercise 1:** Change to **house.xml** world. Create an agent that starts with a goal to enter the house (by achieving line\_left). While it has this goal, the agent should move forward until it detects the wall of the house and then follow the wall until it enters the house. You may want to look back at your answers to WS18 to help with this.

**Hints:** You will need to use beliefs about distance (from the ultrasonic sensor) for this and this will be difficult since those beliefs return a number from the belief base dictionary, not true or false, so they can’t be used with agent.B (which only works with beliefs that return true or false). Instead you can define the following function:

def b\_obstacle\_centre(self):

 if (self.beliefbase['distance'] < 30):

 return True

 return False

This can be used in conditions and with agent.AND, agent.OR and agent.NOT.

Consider creating the following variables to represent conditions you will need in your \_\_init\_\_ method

only\_line\_goal = self.AND(self.G('line\_left'), self.NOT(self.G('obstacle\_right')))

goal\_and\_obstacle = self.AND(self.G('line\_left'), self.b\_obstacle\_centre)

goal\_and\_no\_wall = self.AND(self.G('line\_left'), self.NOT(self.B('obstacle\_right')))

goal\_and\_wall = self.AND(self.G('line\_left'), self.AND(self.B('obstacle\_right'), self.NOT(self.b\_obstacle\_centre)))
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